Számítógép Architektúrák

Információfeldolgozási modellek

1. **Vezérlésáramlásos modell**
   * vezérlő token
   * nem veszi észre a párhuzamosságot
   * Fork/Join -> programozó dolga
   * szekvenciális programok
   * Neumann architektúra
2. **Adatáramlásos modell**
   * végrehajtás akkor, ha minden operandus rendelkezésre áll
   * precedenciagráf
   * párhuzamosság automatikusan
   * pl. táblázatkezelő szoftverek
3. **Igényvezérelt modell**
   * végrehajtás akkor, ha az eredményre szükség van
   * első: közvetlenül az eredményhez vezető művelet
   * párhuzamosság automatikus
   * pl. funkcionális programozási nyelv alapja

Neumann – architektúra

* újítás: utasítások az adatokkal együtt vannak a memóriában
* gyorsabb és könnyebb programot bevinni
* 3 fő komponens: CPU, memória, perifériák
* nincs megkülönböztetve az adat az utasítástól -> proci hívásától függ
* szűk keresztmetszet: az összeköttetés, CPU és memória egymástól való eltávolítása
* busz és memória sebessége nem tud lépést tartani -> memóriarés/fal -> lemarad ☹

Harvard – architektúra

* utasítás és az adatok fizikailag elkülönülnek -> két külön interfész
* a két memória különböző technológiájú is lehet
* módosított Harvard: képes írni és olvasni az utasítás memóriát is
  + önmódosító program

Megszakításkezelés

1. **Polling**
   * minden perifériát körbekérdez -> eltart egy ideig
   * prioritás: melyiket kérdezi hamarabb
   * pl. egér
2. **Daisy chaining**
   * sorba kötött perifériák közül megkapja a sínhasználati jogot
     + ha nem ő volt -> továbbadja
     + ha ő volt: adatbuszra teszi az azonosítóját -> proci tudni fogja, ki kérte
3. **PIC** (Interrupt vezérlő)
   * több bemenete van, önmaga is egy periféria
   * igazságosabb, mint a Daisy chaining

Arbitráció a buszon

**Centralizált:**

* soros: Daisy chaining
* arbiter -> buszhozzáférés-vezérlő
* ha nem szeretné használni, továbbadja
* könnyen bővíthető
* minden igényt egyidejűleg megkap -> eldönti, ki kapja a buszhasználat jogát
* párhuzamos
* rugalmasabb priorizálás
* körbenforgó
* késleltetésérzékeny perifériák gyakrabban nyernek

**Elosztott:**

* nincs arbiter
* mindenki látja a többiek kérését
* prioritás ismerete -> visszavonhatja a saját kérését
* önkiválasztó arbitráció (pl. SCSI busz)
* ha rá akar tenni, ráteheti -> közben hallgatózik
* ha zagyvaságot hall, akkor sikertelen és megismétli
* ütközésdetektáláson alapuló
* kevésbé érzékeny a meghibásodásra, mivel nincs kulcsfontosságú szereplő

Memória

**SRAM:**

* felépítés: 6 tranzisztor -> 6T
* gyorsabb
* kisebb adatsűrűség
* cache memória
* könnyű CPU mellé integrálni, mivel olyan, mint a CPU -> csupa tranzisztor
* azonos kapacitás mellett többet fogyaszt
* a tápellátás megszűnésével tartalma elvész

**DRAM:**

* felépítés: 1 kondenzátor, 1 tranzisztor -> 1T1C
* 10 ms-onként frissíteni kell
* lassabb
* nagyobb adatsűrűség
* rendszermemória
* nehezen lehet CPU mellé integrálni -> kondenzátor miatt
* a tápellátás megszűnésével tartalma elvész
* kevesebb energiát fogyaszt

Virtuális tárkezelés

* Programok: Virtuális címeket használnak
* CPU lábain/buszon: Fizikai címek jelennek meg
* Virtuális → fizikai cím leképzés: Címfordítás
  + Aki csinálja: MMU
  + Amikor csinálja: minden memóriahivatkozáskor
  + Egysége: Lap (fix) vagy szegmens (változó méretű)
* Ha nem fér mindenki a fizikai memóriába → háttértárra kerül (swap-elés)
* A virtuális címtartományt fix méretű lapokra particionáljuk
* A fizikai címtartományt ugyanekkora keretekre osztjuk
* Lap ↔ keret összerendeléseket tárolja: laptábla
  + A laptábla is a fizikai memóriában van!
* TLB: translation lookaside buffer
* A gyakran használt virtuális ↔ fizikai összerendelések cache-e
* Címfordításkor először a TLB-ben keres
* TLB lefedettség: a TLB bejegyzések által lefedett címtartomány
* Cél:
  + Címfordítás legyen minél gyorsabb → virtuális cím szerinti keresés legyen gyors
  + minél kevesebbszer kelljen a memóriához nyúlni
  + Laptábla legyen a lehető legkisebb

Utasításkészletek

* Processzorok jellemzője: Programozási felület / Utasításkészlet architektúra
* Részei:
  + Utasítások
  + Támogatott adattípusok
  + Regiszterek
  + Címzési módok
  + Jelzőbitek
  + Perifériakezelési mód
  + Megszakítás- és kivételkezelés
* Utasítások felépítése:
  + Utasítás kódja / művelet típusa
  + Operandusok címei / értékei
  + Eredmény címe
  + Következő utasítás címe
* Bájtsorrend:
  + Little endian: legkisebb helyiértékkel kezdi
  + Big endian: legnagyobb helyiértékkel kezdi
  + Példa: 23423765 (=1656B15)
    - Little endian: 15 6B 65 01
    - Big endian: 01 65 6B 15
* CISC:
  + Kényelmes, összetett műveletek
  + Regiszter-memória utasítások (pl. R1 ← R2 + MEM[42])
  + Redundancia
  + Sokféle címzési mód
  + Változatos utasításhossz
  + Változatos utasítás-végrehajtási idő
* RISC:
  + Elemi utasítások, redundancia kerülése
  + Load-Store és regiszter-regiszter műveletek

R1 ← R2+MEM[42] helyett R3 ← MEM[42]; R1 ← R2+R3

* + Kevés címzési mód
  + Fix utasításhossz
  + Egyforma utasítás-végrehajtási idők

Cache memória

* Lokális elvek:
  + - Időbeliség: Ha egyszer hozzányúltunk, többször is hozzá fogunk
    - Térbeliség: Ha hozzányúltunk, a környezetéhez is hozza fogunk
    - Algoritmizálás: Speciális adatszerkezetek kiszámítható bejárása
  + Cache megvalósítások:
    - Címzési mód szerint

Transzparens

Nem transzparens

* + - Menedzsment szerint

Implicit

Explicit

Cache szervezés

Szempontok

* + - Gyors kereshetőség, egyszerű, olcsó

Tárolási egység

* + - 1 blokk = 2L
    - Címek alsó L bitje: blokkon belüli eltolás
    - Felső bitek: blokk sorszáma

Cache minden blokkja mellé tárolt járulékos információ

* + - Cache tag: operatív memória hányas blokkja
    - Valid bit
    - Dirty bit

1. Teljesen asszociatív szervezés
   * Blokkok a cache-ben bárhova elhelyezhetők
   * Sokat fogyaszt
   * Keresés: Címblokk száma és az összes cache tag komparálása
   * Komparátorok szélessége = Blokkszám bitszélessége
2. Direkt leképzés
   * Minden memóriabeli blokk csak egyetlen helyre kerülhet a cache-ben
     + Ezt a memóriabeli blokkszám egyértelműen eldönti
       - Pl: blokkszám alsó bitjei alapján
   * Keresés
   * Indexelés: A cím blokkszámából tudható
   * Komparálás: A cache ezen részeiben ez a blokk van
3. N-utas asszociatív szervezés
   * Kombinálja a korábbi 2 megoldást
   * A blokkszám alsó bitjei meghatározzák a blokk helyét
     + De ez nem egyértelmű
     + Az alsó bitek kijelölnek egy halmazt, ahol a blokk lehet
     + A halmaz n cache blokkból áll, ezek bármelyikében lehet a keresett blokk
   * Keresés
   * Indexelés: A cím blokkszámából tudható
   * Komparálás: A cache n bizonyos rekesze közül melyikben van ez a blokk

Pipeline utasításfeldolgozás
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  + - IF: laphiba, védelmi hiba![](data:image/png;base64,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)
    - ID: érvénytelen utasítás
    - EX: aritmetikai hiba
    - MEM: laphiba, védelmi hiba
    - WB: nem történhet kivétel
  + Az utasítások többnyire nem függetlenek!
  + Erőforrásokért versengenek → Feldolgozási egymásrahatás
  + Egyik operandusa a másik eredménye → Adat egymásrahatás
  + Ugrás: nem tudjuk a folytatást, amíg ki nem értékeljük a feltételt → Procedurális egymásrahatás
  + RAW
    - oka a hosszabb pipeline
    - későn áll elő az eredmény
    - ha valaki a korábbi eredménytől függ tovább kell várnia
    - több utasítás van feldolgozás alatt
  + WAW
    - 2 utasítás ugyan abba a regiszterbe menti az eredményét
    - ha megengedjük, hogy az utasítások sorrenden kívül fejeződének be, baj lehet
      * korábbi eredmény kerül bele
      * ID fázisnak detektálnia és szünetekkel kezelnie kell

Szuperskalár processzorok

* A processzor több utasítást is le tud hívni egyszerre
* A processzor végzi a
  + Párhuzamosan végrehajtható utasítások kiválogatását
  + Az utasítások végrehajtó egységhez rendelését
  + A függőségi analízist (mikor hajtható végre egy utasítás)
* Ha minden fázisban m új utasítás végrehajtása kezdődik meg → m-utas szuperskalár processzor
* Kétféle megoldás:
  + In-order: végrehajtási sorrend: program követése
  + Out-of-order: átrendezi az utasításokat, hogy gyorsabb legyen
* Szuperskalár: a CPU keresgéli a független, párhuzamosan végrehajtható utasításokat
* A fordítóprogram is megteheti! Sőt, jobban! Több utasítást lát!
* Kapjunk vérszemet: Csináljon mindent a fordító!
* Párhuzamosan végrehajtható utasítások gyűjtése, utasítások műveleti egységhez rendelése, egymásrahatások detektálása és feloldása

VLIW architektúra

* VLIW = Very Long Instruction Word
* Nem utasításokon dolgozik, hanem utasításcsoportokon
* Ezek egy egységként haladnak a pipeline-ban
* Csoporton belüli utasításoknak nincs külön címe, az egész csoportnak közös címe van
* Csoportok szerepe:
  + Független utasítások kijelölése
  + Utasítások műveleti egységhez rendelése
* Nem használt pozíciókban: NOP
* A VLIW processzorok nem foglalkoznak egymásrahatásokkal!
* Mi van, ha adat-egymásrahatás van, és szünetet kellene beiktatni?
* Processzor fütyül rá -> Vegye észre a fordító! -> Iktasson be egy csupa NOP csoportot!
* Nem sikerült elég sok párhuzamosítható utasítást találni → rossz kihasználtság

EPIC architektúra

* Utasításcsoport: párhuzamosan végrehajtható utasítások halmaza
* Csoport összetétele: sablon meghatározza
* Pl. M – memória, I – egész, F – lebegőpontos, B – ugrás
* MFI: egy memória, egy lebegőpontos és egy egész van benne
* MFI, MMI, MII, MIB, MMF, MFB, stb.
* Specifikáció rögzíti a megengedett kombinációkat
* Processzorcsalád bővítésekor ez csak bővülhet
* Egymásrahatásokat a processzor kezeli
* Utasításcsoport méretének semmi köze a műveleti egységek számához!

Elágazásbecslés

* Procedurális egymásrahatás:
  + Ugrások okozzák
  + Megtörik az utasításfolyam szekvenciális viselkedését
  + Mi a gond? Pl. feltételes ugrás esetén tudni kell:
    - Az elágazás kimenetelét (ugrik-e, vagy sem)
    - Ugrás esetén az ugrási címet (hová ugrik)
* IF dolga: utasítások betöltése
* Nincs ideje feltételkiértékelésre és címszámításra!
* Egy tipphez van ideje – Ha bejön, annak örül – Ha nem:
  + A tévedésből elkezdett utasításokat érvényteleníteni kell » Legközelebb tanul a hibájából
* Minél később derül ki a rossz döntés, annál több időt fecsérel a processzor tévedésből betöltött utasításokra
* Minél hosszabb a pipeline, annál nagyobb a veszteség!
* Minden ugró utasításhoz egy állapotgépet rendelünk
  + Ez tárolja, mennyire szeret ugrani
  + Ha a közepesnél jobban szeret, akkor ugrásra tippelünk
  + Táblázat frissítése: a tényleges bekövetkezés ismeretében
* Tárolás: táblázatban: PHT (Pattern History Table)
* A trükk: tároljuk az egymást követő utasítások kimeneteleit egy shift regiszterben → globális előzmény regiszter
* Honnan kell betölteni a következő utasítást?
  + Ezt az IF-nek sürgősen tudni kell!
  + Feltételes és feltétel nélküli ugrásoknál egyaránt kérdés.
  + Kiolvassuk egy speciális "ugrási cím buffer"-ból (BTB: Branch Target Buffer)
  + Könnyebb/gyorsabb innen kiolvasni, mint kiszámolni

Vektorprocesszorok

* Hogyan tettük eddig hatékonnyá az utasítás-végrehajtást?
* Utasítás szintű párhuzamosítással
* Egyszerű pipeline: átlapoltuk több utasítás végrehajtását
* Szuperskalár: a CPU több, általa párhuzamosíthatónak talált utasítást hajt végre egyszerre
* VLIW/EPIC: a CPU több, a fordító / programozó által párhuzamosíthatónak talált utasítást hajt végre egyszerre
* Megvannak a korlátai:
  + Minél több utasítás áll feldolgozás alatt egyszerre, annál nagyobb a sansz az egymásrahatásra
  + Sok műveleti egység → sok forwarding út kell
  + Ciklusidő nem lehet tetszőlegesen rövid
  + Időnként becslés / spekuláció szükséges → ha rosszul sikerül, kárba ment egy csomó idő
* Klasszikus skalár adattípus és műveletek mellett / helyett
  + Vektor adattípus
  + Vektorkezelő utasítások
* Minden modern szuperszámítógép ilyen
* Miért is jobb vektorprocesszorral?
  + Rövidebb, tömörebb kód
  + Nincs szükség ciklusra!
* A vektorműveletek implicit feltételezik, hogy a vektorelemek függetlenek
* Mostantól csak regiszter-regiszter
* Miért szerencsések a vektor memóriaműveletek?
  + Vektor beolvasás: fix (nagy) számú memóriaművelet
  + Kiadom az egyik elem címét
  + Következő ciklusban még nem jön meg, de attól még kiadhatom egy másik elem címét → pipeline-szerű megoldás
* Vektorműveletek gyorsítása: Műveleti egységek többszörözésével
* Mély adat-pipeline alkalmazásával: Ez egy olyan pipeline, melyben nincs egymásrahatás!

Strip-mining

* Támogatott vektor méret hardveresen kötött: MVL (Maximum Vector Length)
* Ritkán kell pont ekkora vektor
* Ha kisebbel számolunk:
  + VLR beállítása (Vector Length Register) Kisebb VLR → kisebb futási idő
* Ha nagyobbal számolunk: Vektorunk MVL méretű darabokra szeletelése
  + Minden szeletre a művelet végrehajtása → ez a Strip-mining

Tömbprocesszorok

* Elemei:
  + 1 db vezérlőegység
  + Sok-sok feldolgozóegység
  + Lokális memóriával
  + Többiek felé összeköttetéssel
* Működése: Vezérlőegység minden ciklusban kiad egy utasítást
  + Üzenetszórással, megkapja minden feldolgozóegység
  + Minden feldolgozóegység végrehajtja a saját adatain (maszkregiszter van, aki nincs engedélyezve, az nem csinál semmit)
* Hatékonysági problémák, ha sok a feldolgozóegység:
  + Üzenetszórással mennek ki az utasítások: Sokáig tart, mire mindenkihez elér, hosszú vezetékek: fogyasztás, melegedés

Szisztolikus tömbprocesszorok

* Olyan speciális tömbprocesszorok, melyekben:
  + Minden feldolgozóegység csak a közvetlen szomszédokkal van összekötve
  + Feldolgozóegységek közötti kommunikációt közös órajel hajtja
  + Nincs központi vezérlőegység: minden ciklusban mindenki ugyanazt a műveletet hajtja végre
  + A tömb csak a széleken kapcsolódik a külvilághoz
* Működés:
  + Minden órajelciklusban mindenki
  + Elveszi a szomszédoktól a bemenetét
  + Végrehajtja a műveletet (mindenki ugyanazt)
  + Továbbítja a szomszédainak az eredményt
* Kedvező tulajdonságok:
  + Rendkívül rövid jelutak
  + Kis fogyasztás
  + Magas órajel
  + Gyártástechnológiai előnyök
  + Ismétlődő, szabályos mintázatot hatékonyan lehet gyártani
  + Könnyen bővíthető: csak a széleihez kell tenni pár új feldolgozóegységet
* Kedvezőtlen tulajdonságok:
  + Globális órajelhálózat
  + Nagy rendszerekben egyesekhez hamarabb ér az órajel, mint másokhoz → kavarodást okozhat

Hullámfront tömbprocesszorok:

* Mint a szisztolikus, de:
  + Teljesen aszinkron
  + Nincs órajel
  + Adatfolyam alapú: Egy feldolgozóegység akkor végzi el a műveletet, ha minden input megjött
  + Szomszédok közötti adatcsere összetettebb protokollt igényel
  + Cserébe megússzuk az órajel-hálózatot → még nagyobb sebesség érhető el

Multiprocesszoros rendszerek

* Multi-tasking
  + Több „program” végrehajtása „egyszerre”
  + Már 50 éve is támogatták a profi op. rendszerek
  + Egy processzoron is megy: ekkor a párhuzamos végrehajtásnak csak a látszatát keltik → időosztással
  + Hozzávalók: – 1 db időzítő, ami fix időközönként interruptot generál – 1 db megszakításkezelő rutin, ami taszkot vált

1) Megszakítja az aktuális taszk végrehajtását, állapotát elmenti (regiszterek, verem mutató, stb.)

2) Kiválaszt egy korábban megszakított taszkot

3) Visszatölti annak állapotát

4) Visszatölti az utasításszámlálóját → mostantól őt hajtja végre a processzor

* Igazából több dolgot is kell csinálni a taszkváltáskor:
  + Laptáblát váltani (minden taszknak saját laptáblája lehet)
  + TLB-t üríteni
  + Esetleg utasítás cache-t üríteni
  + Ez is eltart egy darabig, de utána jön még a sok TLB és cache hiba, mire mindkettő újra feltöltődik → Taszkváltás nagyon lassú!
* Multi-thread:
  + Gyakran egy program (taszk) belül maga is párhuzamos részekre, szálakra bomlik
  + Mert a programozó így akarta
  + Thread-ek jellemzői:
    - Osztoznak a taszk memóriáján (lokális változóin is)
    - A szálak külön utasításszámlálóval és regiszterkészlettel rendelkeznek, de ez minden, amiben különböznek
    - Egy taszkon belül a szálak váltása (időosztásos rendszerben): Nem kell laptáblát váltani → nincs TLB és cache ürítés, csak a regisztereket kell váltani → A szálváltás rendkívül gyors!
* Több taszk párhuzamos futásának látszatát egy processzoron időosztással lehet kelteni
* A taszkok közötti váltás nagyon lassú
* Egy taszkon belül a szálak közötti váltás nagyon gyors
* Időosztásos többszálú végrehajtás

1. Finom felbontású multi-threading-et támogat:
   * Minden órajelben szálat vált
   * Mire egy szálra újra sor kerül, jó eséllyel megoldódik a problémája (nem kell külön szünet)
2. Durva felbontású multi-threading-et támogat:
   * Csak akkor vált szálat a processzor, ha az aktuális megakad

* Szimultán többszálú végrehajtás
  + Az időosztásos alternatívája
  + Csak szuperskalár architektúrával működik
  + Szuperskalár esetben a sok műveleti egység gyakran kihasználatlan
  + Mert nincs elég párhuzamosítható utasítás a programban
  + A nem használt műveleti egységeken hajtsuk végre egy másik szál utasításait!
* Amdahl törvénye - teljesítménynövekmény az 1 processzoros rendszerhez képest:
  + S P (N )= 1 (1−P)+ P/N
* Osztályozás:
  + kommunikáció szerint:
    - Osztott memórián alapuló Kommunikáció: egyik taszk beírja, másik kiolvassa
    - Üzenetküldésen alapuló Kommunikáció: a taszkok üzenetet írnak egymásnak, és azt küldözgetik
  + A memóriaműveletek költsége (futási ideje) szerint:
    - UMA (Uniform Memory Access)
      * Minden memóriaművelet azonos ideig tart
      * Mindegy, hogy egy adat hol van: minden processzornak ugyanannyi ideig tart hozzányúlni
    - NUMA (Non-Uniform Memory Access)
      * Fontos, hogy egy adat hol van • Célszerű egy processzor által gyakran használt dolgokat hozzá közel elhelyezni
* Összeköttetés-hálózat:
  + Akár osztott memóriás, akár üzenetküldéses, akár UMA, akár NUMA: a szereplőket össze kell kötni
  + Kit kivel is kell összekötni?
    - Osztott memóriás UMA esetben: Processzorokat a memóriákkal
    - Osztott memóriás NUMA esetben: CPU-ból, cache-ből, memóriából álló modulokat egymással
    - Üzenetküldéses esetben: A résztvevő komplett számítógépeket
  + Mi is zajlik az összeköttetéseken?
    - Osztott memóriás esetben: memóriakérések / válaszok
    - Üzenetalapú esetben: üzenetek
* Direkt összeköttetés-hálózatok:
  + A hálózat csomópontjai a multiprocesszoros rendszerek csomópontjai, maguk alkotják a hálózatot
* Indirekt összeköttetés-hálózatok:
  + A multiprocesszoros rendszer csomópontjai nincsenek egymással közvetlen kapcsolatban, csak a hálózattal